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Abstract—The rapid growth experienced by many cities has created huge pressures on their traffic and transport systems. One common solution consists of increasing the number of roads available, but this is not always the most appropriate. The application of Information and Communications Technologies enabling more efficient and effective use of the existing transport infrastructure is necessary (also known as Intelligent Transportation Systems). Furthermore, cooperation between vehicles and infrastructure is currently studied under the name of Cooperative Intelligent Transportation Systems. This paper proposes a traffic management framework based on agents that enable users to make better use of traffic and transport infrastructure by cooperating with infrastructure. We also propose a parallel algorithm to determine the K-routes for the drivers.
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I. INTRODUCTION

The traffic generated by public and private transport is the major cause of problems such as air pollution, pernicious noise levels, economic losses caused by the time spent on transfers and global warming to name a few. For example, it is estimated that each of the inhabitants of Mexico City loses two to four hours in transit, which means 3.3 million hours in traffic daily and generates a loss of 33 billion pesos per year [1]. In order to mitigate the effects of traffic congestion, the governments of many cities held every year significant investments in transportation infrastructure. Mexico City, for example, conducted an investment of 2.5 billion pesos in 2013 in the construction or improvement of new roads [2]. Nevertheless, the construction of new streets and avenues is not an appropriate solution. Braess [3] showed that adding a new path can lead to an increase in the total travel time. Alternative and affordable solutions apply new technologies to enable more efficient and effective use of the existing infrastructure.

One of the technologies that promise a solution to the problem of congestion are Intelligent Transportation Systems (ITS). The ITS integrate information and communication systems, computers and sensor technology and that enables effective and efficient management of traffic systems [4]. In fact, there are many proposals that show how the use of these technologies can reduce travel time for travelers who are still unfamiliar with a given route [5]. The idea of ITS consist not only to reduce the travel time, but to assist the driver to take into account all the security parameters to maintain a proper speed and distance to the vehicle ahead, avoiding passing in critical situations, among others.

But what if this individual information is shared with vehicles that are around us and transportation infrastructure? In theory, the benefits would be amplified. This is the concept behind a Cooperative ITS (C-ITS). The goal of C-ITS is to use wireless communication means for vehicles to communicate with other vehicles (V2V) and transport infrastructure (V2I) to improve safety and mobility in the streets. C-ITS can significantly increase the quality and reliability of the information available about the vehicles, their location and the road environment. They improve existing and lead to new services for the road users, which, in turn, will bring major social and economic benefits and lead to greater transport efficiency, increased safety, reduce congestion; mainly through collision avoidance, improve traffic management and drivers’ decision making. For example, a vehicle with C-ITS approaching an intersection, and no visibility of oncoming traffic, broadcasts its location, speed and direction signal. At the same time it receives the same signal from another vehicle with C-ITS which is approaching from a different direction. If the vehicles’ trajectories indicate an imminent collision, both drivers would receive warnings from their in-vehicle systems. This would allow the drivers to respond to these warning systems and reduce speed to avoid a collision, even before they can see the other vehicle coming.

C-ITS are still in development and are expected to be integrated in new vehicles over the following years. Several EU-funded projects have delivered promising results [1]: Coopers, CVIS, Safespot, COMeSafety, EuroFOT, Drive 2X, etc. Most of the previous projects were focused on the communication architecture, mainly on the physical layer. To the authors’ knowledge, there is no previous work presenting innovations in traffic management for C-ITS. In this paper, we are proposing a framework for traffic management in C-ITS. The framework not only take into account information from other vehicles and infrastructure, but also consider the information generated from social networks and people, lets us know real-time traffic in the city. Furthermore, we also propose a parallel algorithm for the calculation of the k-routes.

The paper is organized as follows. In section II, we present the multi-agent traffic management framework. In section III,
we present how gather offline and online information from the users and infrastructure. In section IV, we present a parallel algorithm to calculate the K-routes. Finally, in section IV we provide conclusions and future work.

II. Multiagent Traffic Management Framework

The National ITS Architecture provides a common framework for planning, defining, and integrating ITS. It is a well worked product reflecting contributions of the ITS community. The architecture defines the functions, the physical entities or subsystems where the functions reside and the information and data flows that connect functions with entities in an integrated platform. The architecture also contains 33 services organized in 8 bundles. One of these bundles is dedicated to travel and traffic management. The services of these categories are: pre-trip travel information, en-route driver information, route guidance, ride matching and reservation, traveler service information, traffic control, incident management, travel demand management, emissions testing and mitigation and highway rail intersection. As we can see, most of these services are related to route guidance. Therefore, in the architecture, there is a module dedicated to travel and traffic management.

In this paper we propose a multi-agent traffic management framework for C-ITS. The framework is composed of three layers. The first layer is an agent platform; in the next layer we find the multi-agent architecture and finally the traffic information system. See Figure 1.
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In the following we explain each of the layers of the multi-agent traffic management framework.

A. Agent Platform

For the agent platform we use JADE. JADE (Java Agent Development Framework) is a framework based on Java for the development of distributed multi-agent applications. It is actually a middleware that provides a set of easy-to-use services and complies with the FIPA standard. Moreover, JADE is a very flexible framework and can be used on devices with limited resources such as smart phones.

B. Multiagent Architecture

In the multi-agent architecture layer we find agents and structures that are necessary for implementing the system. There are four types of agents (See Figure 2).

- **User Agent.** This agent represents the user in their interactions with the system. It is responsible for reporting the geographical position of the user and provides communication and interoperability between the user and the system. It is also responsible for learning the way the user drives in order to better understand his/her preferences and needs. Based on this information presented to the user the routes that best adhere to his/her profile. Finally is responsible for storing the best routes for the user evaluated for later use.

- **Zone Agent.** The zone agent gets information from user agents to determine the density of traffic flow, updating this information in an Origen-Destination (OD) matrix. It informs to the user agents inside its area about possible congestion on the routes that the agents are using. When congestion on its area reaches a threshold, communicate this information to other zone agents.

- **Route Agent.** The route agent is responsible for generating the K routes between a given source and destination. This agent gets the flow traffic from the zone agent and user preferences of the user agent. Use this information to select the routes with better traffic flow to and comply with the restrictions imposed by the user. This agent uses a parallelized algorithm K routes based on the algorithm of Yen [8].

- **Social Network Agent.** The social network agent gets information about traffic incidents and issues, such as construction sites and traffic congestion from open traffic APIs. Also analyzes traffic-related information that may exist in social networks. The information obtained is sent to the zone agents.

III. Data Gathering for Real-Time Traffic Recommendations

One of the biggest challenges we find is how to obtain the information in a discrete and continuous way on a citywide scale. To do this, we have in mind the use of a set of heterogeneous sources that allow us to approximate at any time the flow of traffic in whatever area of the city. The sources used and the challenges that each one presents are discussed below. (See Figure 3)
A parallel algorithm for the real-time traffic architecture based on multi-agents, inexpensive and able to generate recommendations for alternate routes with less traffic flow in real time considering user preferences was proposed. This system will reduce congestion through more efficient and informed use of existing streets and avenues. The main task of an agent route is to calculate the best route and present it to the user. This path must satisfy all preferences and needs. But what if the best route is not available? Then it would be necessary to calculate the second best. If this also cannot be used then we need to calculate the third. The generation of this set of K is known as the K Shortest Paths problem (KSP).

A. Definitions

In the K Shortest Paths problem, we have a directed graph \( G = (V, E) \) where \( V \) is a finite set of vertices and \( E \) is a finite set of edges connecting the vertices. Each edge \( e \in E \) has associated a nonnegative cost. A route (or path), \( R = \{v_0, v_1, \ldots, v_{n-1}, v_t\} \), such that each consecutive pair \((v_i, v_{i+1})\) is connected by an edge in \( G \) and need to be followed alternately in order to move from an origin node \( s \) to a destination node \( t \) \([14]\). A prefix -path, \( P_i = \{v_i, v_{i+1}, \ldots, v_t\} \), is the subset of vertices that spanning from \( s \) to an intermediate vertex \( i \). A suffix -path, \( S_t = \{v_i, v_{i+1}, \ldots, v_t\} \), is the subset of vertices that spanning from \( i \) to the destination node \( t \). The total cost of a path is the sum of the cost of all edges in it. The shortest path between \( s \) and \( t \) is the path that connects \( s \) to \( t \), assuming it exists, which has the minimum cost \([14]\). To solve the problem KSP is necessary that an algorithm that calculates the shortest route (as that proposed by Dijkstra [15]) is forced to choose different paths through the graph. This is accomplished by marking vertices and edges ineligible or removed for further implementation of shortest path algorithm \([16]\).

B. Implementation

This problem has been extensively studied since the early fifties and several implementations have been proposed, including works by Yen [17], Lawler [18], Katoh [19], Hoffman [20], Ahuja [21], Eppstein [22] and Hershberger [14] among others. All of them extend the shortest path algorithm defined by Dijkstra [15] and their efficiency is based on how they are constructed each of the K paths. For this implementation we opted for the Yen algorithm, mainly for two reasons. The first is that it is considered to date, which has better results when implemented with modern data structure \( (O(kn (m + n \log n))) \) \([14]\). Secondly, it is an easily parallelizable algorithm.

We will comment a little and informally how our parallelized algorithm works. Initially generate the shortest route using Dijkstra algorithm, which is stored a minimum heap. Then we get a route from the heap. In parallel and for each of the arcs of the path, marked as ineligible arc if connecting the pair of vertices \((v_i, v_{i+1})\) in both graph and the path. By doing this on the route we segmented it in a prefix-path, \( P_i \), from the initial node to the vertex \( v_i \) and suffix -path, \( S_t \), leaving the vertices \( v_{i+1} \) and reaches the end node. We execute once again the Dijkstra algorithm, but using \((v_i, v_{i+1})\) as an origin-destination pair. With the route obtained from the
previous step, \( R_b \), and the segments \( P_i \) and \( S_i \), we create a new route, which is stored in the heap. This process is repeated until the \( K \) routes have requested. 

C. KSP Parallelized Algorithm

The pseudo-code of our algorithm is shown in the following:

\[
\text{Initially generate the shortest path using Dijkstra's algorithm, which receives as parameters a pair of origin-destination points and a vector containing the weights used to evaluate each edge. This first route generated is placed in a minimum heap.}
\]

\[
\text{The following steps are repeated } k \text{ times or until there are no more routes to process:}
\]

1. Obtaining the shortest route \( R = \{v_s, v_i, \ldots, v_t\} \).
2. In parallel, for each pair of vertices \((v_i, v_{i+1})\):
   a. We marked as ineligible the edge connecting them. So that we obtain a prefix-path, \( P_i \), and suffix-path, \( S_i \).
   b. Execute the Dijkstra algorithm using \((v_i, v_{i+1})\) as origin-destination pair and the weight vector \( V \) getting the route \( R_j \).
   c. Create a new route, \( R_k \), from the union of \( P_i, R_j \) and \( S_i \).
   d. If this route has not been previously generated, it is placed in the minimum heap.

V. CONCLUSIONS AND FUTURE WORK

Traffic problems of big cities can be very complex and dynamic. However combining different technologies such as multi-agent systems, mobile devices, distributed computing, data mining, machine learning can create solutions that are able to help people in these cities to improve their quality of life. Furthermore, to better manage the traffic, vehicle and infrastructure information can be shared for cooperation between vehicles and infrastructure. In this paper we present an architecture for cooperative multi-agent traffic management system able to know the status of the network traffic and make recommendations, in real time, to the users of it. We also propose a parallel algorithm for the calculation of the \( K \) routes in the framework. Future work will consist on implement the architecture and make exhaustive evaluations of it.
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